**ASSIGNMENT NO 4**

**TITLE:**

LINKED LIST

**PROBLEM STATEMENT**: Second year Computer Engineering class, set A of students like Vanilla Ice-cream and set B of students like butterscotch ice-cream. Write C/C++ program to store two sets using linked list. compute and display-

i. Set of students who like either vanilla or butterscotch or both

ii. Set of students who like both vanilla and butterscotch

iii. Set of students who like only vanilla not butterscotch

iv. Set of students who like only butterscotch not vanilla

v. Number of students who like neither vanilla nor butterscotch

**PRE REQUISITE**:

To implement linked list.

**LEARNING OBJECTIVES:**

Basic operations of linked list.

THEORY:

## Introduction to Linked Lists:

Linked List is a linear data structure and it is very common data structure which consists of group of nodes in a sequence which is divided in two parts. Each node consists of its own data and the address of the next node and forms a chain. Linked Lists are used to create trees and graphs.
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#### Advantages of Linked Lists

* They are a dynamic in nature which allocates the memory when required.
* Insertion and deletion operations can be easily implemented.
* Stacks and queues can be easily executed.
* Linked List reduces the access time.

#### Disadvantages of Linked Lists

* The memory is wasted as pointers require extra memory for storage.
* No element can be accessed randomly; it has to access each node sequentially.
* Reverse Traversing is difficult in linked list.

#### Applications of Linked Lists

* Linked lists are used to implement stacks, queues, graphs, etc.
* Linked lists let you insert elements at the beginning and end of the list.
* In Linked Lists we don’t need to know the size in advance.

#### Types of Linked Lists

* **Singly Linked List :** Singly linked lists contain nodes which have a data part as well as an address part i.e. next, which points to the next node in sequence of nodes. The operations we can perform on singly linked lists are insertion, deletion and traversal.
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* **Doubly Linked List :** In a doubly linked list, each node contains two links the first link points to the previous node and the next link points to the next node in the sequence.
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* **Circular Linked List :** In the circular linked list the last node of the list contains the address of the first node and forms a circular chain.

![Circular Linked List](data:image/png;base64,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)

## Linear Linked List

The element can be inserted in linked list in 2 ways :

* Insertion at beginning of the list.
* Insertion at the end of the list.

We will also be adding some more useful methods like :

* Checking whether Linked List is empty or not.
* Searching any element in the Linked List
* Deleting a particular Node from the List

Before inserting the node in the list we will create a class **Node**. Like shown below :

class **Node** {

public:

int data;

*//pointer to the next node*

node\* next;

**node**() {

data = 0;

next = NULL;

}

**node**(int x) {

data = x;

next = NULL;

}

}

We can also make the properties data and next as private, in that case we will need to add the getter and setter methods to access them. You can add the getters and setter like this :

int **getData**() {

return data;

}

void **setData**(int x) {

this.data = x;

}

node\* **getNext**() {

return next;

}

void **setNext**(node \*n) {

this.next = n;

}

Node class basically creates a node for the data which you enter to be included into Linked List. Once the node is created, we use various functions to fit in that node into the Linked List.

#### Linked List class

As we are following the complete OOPS methodology, hence we will create a separate class for **Linked List**, which will have all its methods. Following will be the Linked List class :

class **LinkedList** {

public:

node \*head;

*//declaring the functions*

*//function to add Node at front*

int addAtFront(node \*n);

*//function to check whether Linked list is empty*

int isEmpty();

*//function to add Node at the End of list*

int addAtEnd(node \*n);

*//function to search a value*

node\* search(int k);

*//function to delete any Node*

node\* deleteNode(int x);

**LinkedList**() {

head = NULL;

}

}

#### Insertion at the Beginning

Steps to insert a Node at beginning :

1. The first Node is the Head for any Linked List.
2. When a new Linked List is instantiated, it just has the Head, which is Null.
3. Else, the Head holds the pointer to the first Node of the List.
4. When we want to add any Node at the front, we must make the head point to it.
5. And the Next pointer of the newly added Node, must point to the previous Head, whether it be NULL(in case of new List) or the pointer to the first Node of the List.
6. The previous Head Node is now the second Node of Linked List, because the new Node is added at the front.

int LinkedList :: **addAtFront**(node \*n) {

int i = 0;

*//making the next of the new Node point to Head*

n**->**next = head;

*//making the new Node as Head*

head = n;

i++;

*//returning the position where Node is added*

return i;

}

#### Inserting at the End

Steps to insert a Node at the end :

1. If the Linked List is empty then we simply, add the new Node as the Head of the Linked List.
2. If the Linked List is not empty then we find the last node, and make it' next to the new Node, hence making the new node the last Node.

int LinkedList :: **addAtEnd**(node \*n) {

*//If list is empty*

if(head == NULL) {

*//making the new Node as Head*

head = n;

*//making the next pointe of the new Node as Null*

n**->**next = NULL;

}

else {

*//getting the last node*

node \*n2 = **getLastNode**();

n2**->**next = n;

}

}

node\* LinkedList :: **getLastNode**() {

*//creating a pointer pointing to Head*

node\* ptr = head;

*//Iterating over the list till the node whose Next pointer points to null*

*//Return that node, because that will be the last node.*

while(ptr**->**next!=NULL) {

*//if Next is not Null, take the pointer one step forward*

ptr = ptr**->**next;

}

return ptr;

}

#### Searching for an Element in the List

In searching we do not have to do much, we just need to traverse like we did while getting the last node, in this case we will also compare the **data** of the Node. If we get the Node with the same data, we will return it, otherwise we will make our pointer point the next Node, and so on.

node\* LinkedList :: **search**(int x) {

node \*ptr = head;

while(ptr != NULL && ptr**->**data != x) {

*//until we reach the end or we find a Node with data x, we keep moving*

ptr = ptr**->**next;

}

return ptr;

}

#### Deleting a Node from the List

Deleting a node can be done in many ways, like we first search the Node with **data** which we want to delete and then we delete it. In our approach, we will define a method which will take the **data** to be deleted as argument, will use the search method to locate it and will then remove the Node from the List.

To remove any Node from the list, we need to do the following :

* If the Node to be deleted is the first node, then simply set the Next pointer of the Head to point to the next element from the Node to be deleted.
* If the Node is in the middle somewhere, then find the Node before it, and make the Node before it point to the Node next to it.

node\* LinkedList :: **deleteNode**(int x) {

*//searching the Node with data x*

node \*n = **search**(x);

node \*ptr = head;

if(ptr == n) {

ptr**->**next = n**->**next;

return n;

}

else {

while(ptr**->**next != n) {

ptr = ptr**->**next;

}

ptr**->**next = n**->**next;

return n;

}

}

#### Checking whether the List is empty or not

We just need to check whether the **Head** of the List is NULL or not.

int LinkedList :: **isEmpty**() {

if(head == NULL) {

return **1**;

}

else { return **0**; }

}

If you are still figuring out, how to call all these methods, then below is how your main() method will look like. As we have followed OOP standards, we will create the objects of **LinkedList** class to initialize our List and then we will create objects of **Node** class whenever we want to add any new node to the List.

int main() {

LinkedList L;

*//We will ask value from user, read the value and add the value to our Node*

int x;

cout << "Please enter an integer value : ";

cin >> x;

Node \*n1;

*//Creating a new node with data as x*

n1 = new Node(x);

*//Adding the node to the list*

L.addAtFront(n1);

}

Similarly you can call any of the functions of the LinkedList class, add as many Nodes you want to your List.